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Abstract: In this paper our main goal is
to rank different maze generating algorithms
according to the difficulty of the generated
mazes. Following our main goal we implement
and analyse six algorithms. For the purpose of
evaluating and ranking maze generating algo-
rithms we devise four agents which solve mazes
and report the results. To assess the level of
difficulty of a maze we inspect several features
such as number of visited intersections, dead
ends, and overall steps of the agents. Accord-
ing to agents performances we rank maze gen-
erating algorithms. The best performing algo-
rithms are derived from algorithms for finding
uniform spanning trees in graphs.

Index Terms: assessment, difficulty , gener-
ator , labyrinth, maze.

1. Introduction

Mazes are closely related to labyrinths which
have been known since ancient times. Usually
they were build with naturally occurring materi-
als. Originally they have had spiritual connota-
tion [8]. Their later purpose was mainly amuse-
ment. In the modern times mazes became in-
triguing for scientists, especially for mathemati-
cians.

Mazes are used in various fields. Besides
entertainment purposes, mazes are also used in
psychology studies [9, 13] of human and an-
imal behaviour to determine space awareness
and also intelligence. Among others, mazes can
be used in physics, for example in study of crys-
tal structures [4].

There are many maze generating algorithms
[2, 7] but hardly anyone considered checking
their level of difficulty and complexity.
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We describe and analyse six maze generat-
ing algorithms. Our algorithms are originally
used in graph theory [14, 15]. By using spe-
cialisation method [3] we implemented them
to generate mazes. We generate mazes which
are represented as trees only. Our focus is on
2D and planar mazes that do not contain over-
passes.

We devise four different agents that walk
across the mazes to help us analyse the diffi-
culty of each maze type. They tell us the num-
ber of steps they make from the beginning to
the end as well as the number of visited inter-
sections and dead ends.

Finally, we analyse the relation between
properties of mazes and attributes that agents
provide us with. Final goal is to determine
which algorithms are giving us the most difficult
mazes.

In entertainment as well as psychology the
levels of difficulty can be used for generating
mazes for different user groups.

In the next section we describe six maze
generating algorithms. In section 3 we establish
the maze solving agents and their properties.
In section 4 we analyse mazes and present the
results. In section 5 we conclude the paper.

2. Generating Mazes

Let us first explain the data structure that we
are using to represent maze. We start with the
square1 grid graph. Initially, all the edges (con-
nections) represent walls. The algorithms con-
vert specific walls into passages. After the algo-
rithms do their job, the subgraph made out of
passages represent a tree-like structured maze.
In general mazes can contain loops, overpasses,
etc., but we focused on simple ones.

1All analysed mazes that are square, but for the space
saving and aesthetic reasons figures show rectangular
mazes.



Every maze has properties which we use
in the analysis, such as size, number of inter-
sections, number of branches, average branch
length and length of the dead ends (branches
that do not split further).

2.1 Recursive Backtracking (RB)

Firstly, we implement depth-first search (DFS)
algorithm also called backtracking [12]. Main
idea of DFS is to go forward as much as pos-
sible, then backtrack to the first branch that
has unvisited paths and repeat until everything
is searched. We use randomised DFS to ob-
tain random (non-trivial) mazes. Basic imple-
mentation of DFS uses recursion. However, we
implemented it using an explicit stack to avoid
stack overflow error caused by large mazes hav-
ing long paths.

To generate the maze we mark the starting
vertex v as visited, push it on the stack and
then repeat the following until the stack is not
empty:

1. Pop the vertex v from the stack.

2. Choose random unvisited neighbour u of
v.

3. Visit u.

4. Connect u and v.

5. Push u on the stack.

The maze generated with RB is shown in
Figure 1.

Figure 1: A maze generated with Recursive
backtracking algorithm.

2.2 Aldous-Broder Algorithm (AB)

Aldous-Broder [14] uses random walk until all
vertices are visited. During the walk, suitable
connections between the vertices are created
(under certain criteria). This algorithm is orig-
inally used to find uniform spanning tree [1] in
the graph.

To implement AB we mark starting vertex
v as visited and repeat the following steps:

1. Choose a random neighbour u of v (not
necessarily unvisited).

2. If u is not visited visit it, and connect it
with v.

3. Set v as u.

The Aldous-Broder algorithm is very sim-
ple to implement. The simplicity contributes
to its relatively high running-time performance,
at least for the sizes of the mazes in our anal-
ysis.

The maze generated with AB is shown in
Figure 2.

Figure 2: A maze generated with Aldous-
Broder algorithm.

2.3 Wilson’s Algorithm (W)

Wilson’s algorithm is originally used to find a
uniform spanning tree in the graph [14]. The
algorithm is very similar to Aldous-Broder with
slightly better asymptotic time-complexity in
theory. In practice Wilson turns out to be
slower because it uses dictionaries unlike the
Aldous-Broder, which uses only arrays.



When implementing W, we firstly initialise
dictionary d, choose random vertex v0, visit it,
and repeat the following steps:

1. Choose random unvisited vertex w

2. Repeat until we find a visited vertex:
Choose a random neighbour u of w and
put the following entry in the dictionary:
d[w] = u. Remember u as w (w = u).
NOTE: Do not visit any vertex yet!

3. With the help of d, we visit and connect
vertices from w to v0 (repeat: visit w,
connect w and d[w], w = d[w]).

The last step of the procedure may look con-
fusing, but the dictionary d automatically takes
care of finding the path from w to v0.

The maze generated with W is shown in
Figure 3.

Figure 3: A maze generated with Wilson’s al-
gorithm.

2.4 Prim’s Algorithm (P)

Prim’s algorithm is derived from randomised
breadth-first search (BFS). The basic algorithm
is used to search for a minimum spanning tree
in a graph [5]. This algorithm creates a lot of
short dead ends, which leads to high miss rate
of agents but not for humans.

To implement P we first initialise the set f
(frontier), add a random vertex v from f , and
mark v as visited. While f is not empty, repeat:

1. Choose random vertex v from f and re-
move it from f .

2. Connect v with random visited neigh-
bour.

3. Add unvisited neighbours of v to f .

The maze generated with P is shown in Fig-
ure 4.

Figure 4: A maze generated with Prim’s algo-
rithm.

2.5 Hunt and Kill (HK)

Hunt and Kill algorithm uses the idea of the
recursive backtrack but it starts from a random
unvisited vertex whenever hits the dead end.
It does not backtrack to the last vertex with
unvisited neighbours.

To implement HK we choose random vertex
v, mark it as visited, and repeat the following
steps until all vertices are visited:

1. If v has unvisited neighbours, choose one
(u), visit it and connect v and u.

2. Find and visit unvisited vertex v which
has a visited neighbour u, connect u and
v, and remember u as v (v = u).

The maze generated with HK is shown in
Figure 5.

2.6 Kruskal’s Algorithm (K)

The Kruskal’s algorithm is originally used to
find minimum spanning tree in a graph [15].
This is the most complex algorithm to imple-
ment out of all considered algorithms in this pa-
per thus it leads to high time complexity. With
algorithm optimisation and tuning techniques



Figure 5: A maze generated with Hunt and Kill
algorithm.

we could improve the time-performance of this
algorithm.

To implement K we set unique label to ev-
ery vertex. We get a set E of all possible con-
nections (edges) among neighbouring vertices.
Repeat until E is not empty:

1. Choose random edge e and remove it
from E.

2. If vertices u, v ∈ e have different labels
(lu, lv), connect u and v, and give label
lu to all vertices with label lv.

The maze generated with K is shown in Fig-
ure 6.

Figure 6: A maze generated with Kruskal’s al-
gorithm.

3. Solving Agents

Agents help us understand how difficult a par-
ticular maze is to solve. Agents produce vari-
ous attributes of mazes with which we will later

analyse the difficulty of the mazes. These at-
tributes are:

• number of steps needed from the begin-
ning to the end of the maze,

• number of visited cells,

• number of visited intersections,

• number of visited dead ends.

3.1 Random Walk (RW) Agent

The agent walks randomly from a vertex to its
random neighbour until it gets to the end of
the maze.

In particular, when located in a node, an
agent selects a neighbouring node uniformly at
random and moves into it. It repeats this pro-
cedure until it finds the end.

3.2 Depth First Search (DFS) Agent

This agent walks as far as it can until it hits
a dead end. The agent then backtracks to the
first node with unvisited neighbours. It keeps
repeating the walk, until it comes to the end
of the maze. The precedence of agent’s turns
at intersections are manually predefined: east,
south, west, north.

3.3 Heuristic Depth First Search (HDFS)
Agent

Similar to the DFS agent, but selects the pre-
ferred directions with a simple heuristic. In par-
ticular neighbours with lower Manhattan dis-
tance to the end of the maze are preferred.

3.4 Breadth First Search (BFS) Agent

This agent uses the idea of BFS [6] to solve
the maze but instead of the queue to visit the
nodes the agent first visits the nodes closest to
the end of the maze. This agent resembles a
human solver which can freely jump from one
path to another (at least when solving printed
mazes).



4. Analysis and Results

In this section we analyse the difficulty of the
mazes constructed by the above six generating
algorithms. We analyse properties of mazes and
results of solving agents to determine difficulty
of mazes. For the sake of completeness we also
experimentally analyse the time performance of
algorithms.

4.1 Maze Generating Time

We did not make a formal analysis of time com-
plexity of algorithms but an experimental one.
Our goal was not the perfect implementation
of algorithms but the quality of the results that
they produce. Hence the lack of focus on the
analysis of time complexity.

We analyse the execution time of maze gen-
erating algorithms with respect to the maze
size. We did not bother to consider the num-
ber of nodes of the maze which would be a true
measure. We used only the length of the side of
the square grid graph because we are interested
in relations among performances of different al-
gorithms. The result is shown in Figure 7.

Figure 7: Running time of the maze generating
algorithms with respect to the maze size.

Some algorithms stand out performance-
wise. They are either exceptionally slower or
faster than we would expect:

• Kruskal is the slowest.

• Wilson is very naive with random be-
haviour which makes it slow, again.

• On the other hand we have Aldous-
Broder algorithm which is surprisingly
fast. It is simple and uses primitives in-
stead of higher data structures.

4.2 Maze Properties

To analyse the difficulty of a maze, we consider
the following properties:

• size s,

• number of intersections ni; intersections
are vertices with more than two neigh-
bours,

• number of dead ends nde; dead ends are
vertices with only one neighbour.

The bigger ni the more difficult is the maze.
The same goes for dead ends.

We generated 1000 mazes (of size 100 ×
100) of each type, calculated the number of in-
tersections and dead ends. The average results
are shown in Table 1.

algorithm ni nde rank
Prim 2946 3559 1
Kruskal 2654 3058 2
Aldous-Broder 2577 2933 3
Wilson 2576 2932 4
Hunt and Kill 920 939 5
Recursive Backtrack 869 898 6

Table 1: Average number of intersections and
dead ends of the mazes.

Table 1 indicates that certain mazes gener-
ated with similar algorithms behave similarly.
In particular Aldous-Broder and Wilson have
practically the same number of intersections
and dead ends. They both originate from al-
gorithms for finding uniform spanning tree.

Hunt and Kill and Recursive backtrack also
stand out, they have notably smaller values of
ni and nde than other mazes. These algorithms
originate from DFS.

Another pair of algorithms is Kruskal and
Prim. They originate from minimum spanning
tree algorithms but do not have such distinct
property values as other two groups.

Larger number of intersections and dead
ends means more difficult maze one can deviate



from a correct path easily. Prim and Kruskal
perform best in this case.

4.3 Agent Performance

Maze solving agents give us another set of maze
properties:

• number of steps s that agent needed to
get from the beginning to the end,

• number of visited intersections iv,

• number of visited dead ends dev.

4.3.1 Number of Steps

The basic measure is the number of steps an
agent makes from the start to the end. A step
is defined as a transition from a node to the
adjacent node.

RW DFS HDFS BFS rank
HK 7.3M 5.3k 13.3k 3.5k 1
AB 4.3M 7.1k 12.6k 3.1k 2
W 4.3M 7.2k 12.4k 3.0k 3
RB 9.1M 2.2k 14.7k 2.7k 4
K 4.0M 6.8k 12.5k 2.8k 5
P 2.3M 5.6k 15.4k 1.7k 6

Table 2: Average number of steps needed from
the start to the end.

We ranked maze generating algorithms ac-
cording to the performances of the maze solving
agents. To rank maze generating algorithms we
devised a simple method. For every algorithm
i we calculated score si:

si =
∑

A∈agents

Ai

max(A)

where Ai represents value of score of an agent
A for algorithm i, and max(A) represents the
maximum value that the agent scored among all
generating algorithms. According to the score
si we ranked generating algorithms. Algorithm
with the biggest (best) score has rank 1, etc.

According to this scoring Hunt and Kill per-
forms best, as listed in Table 2. It is interesting
that Recursive Backtrack performed the worst
although it is similar to Hunt and Kill.

4.3.2 Visited Intersections

Next, we analyse how many intersections
agents visit. The more intersections that an
agent visits the better chance to miss the right
path. Hence, the generating algorithm is more
difficult.

RW DFS HDFS BFS rank
AB 1.8M 2.9k 5.1k 850 1
W 1.7M 2.9k 5.0k 844 2
K 1.7M 2.9k 5.2k 800 3
P 1.1M 2.7k 7.3k 567 4
HK 1.0M 750 1.8k 337 5
RB 1.2M 232 2.0k 211 6

Table 3: Average number of visited intersec-
tions of each agent.

We used the same ranking technique as
in section 4.3.1. Unlike the number of steps,
here Hunt and Kill performs badly. The best
performing algorithms are Aldous-Broder and
Wilson, which original idea is finding uniform
spanning trees in graphs. They are followed by
Kruskal and Prim, etc.

4.3.3 Visited Dead Ends

The last property that we analyse is the number
of dead ends that agents visit on average.

RW DFS HDFS BFS rank
AB 0.6M 1023 1863 823 1
W 0.6M 1035 1840 816 2
K 0.6M 1030 1927 769 3
P 0.4M 974 2759 535 4
RB 0.4M 75 681 190 5
HK 0.4M 249 626 307 6

Table 4: Average number of visited dead ends
of each agent.

The ranking in Table 4 is roughly similar to
ranking in Table 3.

5. Discussion

Our goal was to rank the maze generating algo-
rithms from those that generate the most diffi-
cult mazes to those that generate the least dif-
ficult mazes. We did that with the help of sev-



eral criteria: maze properties and solving agents
performances.

We ranked the algorithms according to the
criteria. The final ranking of difficulty level: For
every measure we ranked algorithms. Finally we
calculated average of all the ranks which gives
us the final order in Table 5.

rank algorithm
1 Aldous-Broder
2 Wilson
3 Kruskal
4 Prim
5 Hunt and Kill
6 Recursive Backtracking

Table 5: Ranking of algorithms by the level of
the difficulty.

Having established the ranking of the algo-
rithms we can now find the properties that dis-
tinguish among the various levels of difficulty
of the algorithms.

The number of intersections is correlated
to the difficulty of mazes. More intersections
means that the maze is more difficult, and that
there is more chance to miss the correct path.

The type of the algorithm contributes to the
level of the difficulty:

• Best results are achieved by Aldous-
Broder and Wilson. They originate from
algorithms for finding uniform spanning
trees in graphs. We speculate that agents
have difficulty navigating through the
maze because the paths are unbiased in
any direction.

• Next pair by ranking are Kruskal and
Prim. They originate from algorithms
for finding minimum spanning trees in
graphs. In comparison to the first group
the paths here are not so evenly dis-
tributed which makes the mazes less dif-
ficult.

• The worst performing pair is Recursive
Backtracking, and Hunt and Kill algo-
rithms. They originate from the graph
search algorithms. On the other hand
most solving agents use the same ap-
proach which enables them to solve the

maze easily. Therefore the mazes are
generated in a way that suit the solv-
ing agents. To substantiate this state-
ment we implemented Recursive Back-
tracking maze generator that generates
mazes from the end to the beginning,
the opposite of the original. In this case
the agents performed considerably worse.
The number of steps, visited intersec-
tions, and visited dead ends were 3 to 7
times higher than at the original Recur-
sive Backtracking mazes. An exception
was HDFS agent which improved its per-
formance.

6. Conclusion

In our paper we studied and analysed three dif-
ferent approaches of generating mazes and were
able to rank them by levels of difficulty. Nev-
ertheless all three considered types were some-
how kindred since they are used for finding trees
in graphs. In the future it would be useful
to take into the consideration algorithms with
completely different approach [10, 11] and then
compare the results.

As a continuation of our work it would be
worthwhile looking into more complex mazes
such as spatial, braided, overlapping, etc.
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